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Abstract

To date, research in the field of object-orientation is mostly focused on the first phases
of the traditional software life-cycle. A big effort has been spent on methodologies and
techniques for specification, design and implementation of object-oriented systems. On
the contrary, the research in the testing of this kind of system is still in an early phase.

Often, the approach followed when testing object-oriented systems is just to apply
well-known traditional testing techniques, neglecting the big differences related with this
new paradigm of programming. Aspects like information hiding, encapsulation, poly-
morphism, dynamic binding, inheritance and genericity, typical when not peculiar of
object-oriented languages, lead to the need of defining new approaches as far as testing
is concerned.

The main goal of this article is to classify the problems related with the testing of
object-oriented system and to illustrate the approaches proposed so far in literature for

solving them.

1 Introduction

Object-oriented development methods are becoming more and more popular and object-
orientation is viewed by many people as the silver bullet for solving software related

problems like maintenance, reuse, and quality. In the last decade the research in

this field has grown considerably. A lot of effort has been put in the definition of
methodologies and techniques for the specification and design of object-oriented sys-
tems [3, 2, 28, 5].

The underlying idea seems to be such that the use of the object-oriented approach
together with an ad hoc specification and design methodology can automatically lead
to good and error-free software. Unfortunately, while these approaches effectively
lead to a better quality software, enforcing modular architectures, ease of reuse and
good documentation, they do not provide correctness by themselves. The production
of software is carried out by humans and human beings are and always will be error-
prone. Error free software is still a chimera, and there will always be the need for
testing.

Furthermore, object-oriented software is harder to test than traditional procedural
software. Traditional testing techniques can not be applied tout-court to object-oriented
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software. We need to adapt these techniques, or even to define new techniques, which
are able to cope with the peculiarities of object-orientation.

In this paper, we examine problems introduced by object-orientation in the field of
testing. We illustrate how information hiding, encapsulation, polymorphism, dynamic
binding, and inheritance may lead to new testing problems unseen with traditional soft-
ware and we present the different approaches found in literature to solve such prob-
lems. Section 2 illustrates the aspects of object-oriented languages we consider in this
paper; Section 3 examines the impact of object-oriented features on testing; Sections 4
to 9 analyze the different approaches present in literature to cope with the problems
introduced by object-oriented technology to the testing activities; finally, Section 10
draws some conclusions.

2 Object-orientation aspects

In literature several different definitions of object-orientation can be found and the
term object-oriented is often used to describe a lot of different approaches and/or tech-
niques. Object-oriented technology comprises specific analysis, design and implemen-
tation methods. Since this is a paper on testing, and testing is strongly linked to the
implementation, the analysis performed in this paper often refers to object-oriented
specific features of programming languages. In the following we introduce the charac-
teristics we consider as essential for an object-oriented language:

Data Abstraction: Objects are described as implementations of abstract data types
(ADTs). An object-oriented language must support abstract data type defini-
tions. Usually, an ADT definition is called class, while an object is a run-time
instance of a class

Inheritance: Inheritance is a key concept for object-orientation. Object-oriented lan-
guages must allow for defining an abstract data type deriving it from an existing
one (either extending it or restricting it)

Polymor phism: Program entities should be permitted to refer to objects of more than
one class, when a hierarchical relationship among these classes exists.

Dynamic binding: Operations applied to a polymorphic variable should be permitted
to have different realizations and the identity of such operations must be resolved
dynamically based on the type of the object the variable is referring to.

In the rest of the article we consider these aspects separately to identify the different
problems every one of them can introduce as far as testing is concerned. In addition,
there are two other aspects that are not purely related to object-orientation, but which
are present in the most common object-oriented languages and which have a heavy
impact on testing:

Genericity: Abstract data types can be defined in a parametric way, i.e., as template
classes whose data structure and operations are defined in terms of classes or
operations specified in the formal parameters list. Generic classes are not used
to generate objects, but to generate new classes



Exception handling: To improve reliability, it is necessary that erroneous conditions
can be recognized by the program and that certain actions are executed in re-
sponse to the error.

For the sake of brevity, these two topics are not addressed in this paper. The inter-
ested reader may refer to the extended version of this article [25].

3 Problemswith object-oriented testing

From a technical perspective, object-oriented systems are similar in many respects to
traditional systems. Both at the system level and at the procedure level, the testing
of object-oriented systems is much the same as the testing of traditional systems. In
addition, in object-oriented programming procedures tend to be small, thus testing at
this level tends to be less expensive for object-oriented systems than for traditional
procedural ones. However, the complexity has moved from within code modules to
the interfaces between them, making integration testing necessarily more expensive.

It is in the middle levels of testing that object-oriented systems are most different
from traditionally developed systems. These differences are related with the peculiari-
ties of object-oriented languages illustrated in the previous section. Such topics heavily
impact on testing raising a set of problems only partially present, when not totally ab-
sent, in the testing of systems developed with traditional procedural languages. In
this paper we classify the different problems directly related to object-oriented testing
(OOT) into a set of categories. Every category is named after the object-oriented issue
originating the problem when possible, otherwise a specific name is used. We identify
six different areas of possible problems: testing levels, information hiding, shadow
invocations, polymorphism and dynamic binding, conversions, and inheritance.

In the following section the aforementioned problems are specifically addressed
and the solutions for solving them proposed so far in literature are presented.

4 Testing levels

Before starting illustrating the problematics of object-oriented testing we want to spend
some words on the definition of the different testing levels in the object-orientation
field. It is not straightforward to make object-oriented systems fit the traditional test-
ing levels [13]. In fact, in literature there is not a general consensus on what should
be considered a unit and what should be considered a module in an object-oriented
program.

One approach considers the single operation of a class as the elemental unit of
testing, and the whole class as the traditional module. Another approach considers the
testing of a single operation as meaningless, since it does not take into account the state
of the class. For the sake of clarity, in this paper we use the following terminology:

basic unit testing: testing of a single operation of a class (intra-method testing)
unit testing: testing of a class as a whole (intra-class testing)
integration testing: testing of the interaction among classes (inter-class testing)



regression testing: testing of the system as a whole when some change has been per-
formed on one or more classes

A different classification can be found in [29] which also introduces cluster level
testing, where a cluster is considered to be a set of classes providing a particular set of
functionalities.

Please notice that we have defined only the levels of testing affected by the use
of an object-oriented language. We have omitted, for example, system testing, since
the testing of an object-oriented system as a whole can be performed with traditional
techniques.

Many papers analyzed during this work are mostly (when not only) addressing the
unit testing level [18, 11, 4, 33, 9, 12].

5 Information hiding

In traditional procedural programming the basic component is the subroutine and the
testing method for such component is input/output based[14, 34]. In object-oriented
programming things change. The basic component is represented by a class, where a
class is composed by a data structure and a set of operations.

Obijects are run-time instances of classes. The data structure defines the state of the
object which is modified by the class operations (methods). In this case, correctness
of an operation is based not only on an input/output relation, but also on the resulting
state. Moreover, the data structure is in general not directly accessible, but can only be
accessed using the class public operations.

Encapsulation and information hiding make it impossible for the tester to check
what happens inside an object during testing. Due to data abstraction there is no visi-
bility of the insight of objects. Thus it is impossible to examine their state. Encapsula-
tion implies the converse of visibility, which in the worst case means that objects can
be more difficult, or even impossible to test.

Encapsulation and information hiding raise the following main problems:

1. Problems in identifying which is the basic component to test.

2. Problems introduced by opacity in the construction of oracles: ingeneral it is not
enough to observe input/output relations, but it is necessary to take into account
the state of objects; on the other hand, the state of an object can be inaccessible,
being observable only through class methods (thus relying on the tested software
itself).

Moreover, the possibility of defining non-instantiable classes (e.qg., abstract classes,
generic classes, interfaces) introduces additional problems related to their non straight-
forward testability.

Figure 1 illustrates an example of information hiding. This simple example shows
how the testing of method checkPr essur e in isolation is meaningless.

There are fundamentally two approaches proposed in literature for testing object-
oriented programs as soon as encapsulation and information hiding are concerned:



cl ass Watcher ({
private:
i nt status;
public:
voi d checkPressure() {
if(status==1) {...}
el se if(status==2) {...}
else ...

Figure 1: An example of information hiding

Breaking encapsulation: it can be achieved either exploiting features of the lan-
guage (e.g., the C++ friend [30] construct or the Ada child unit [19]) or instrumenting
the code. This approach allows for inspection of private parts of a class. The drawback
in this case is the intrusive character of the approach. An example of this approach can
be found in [22].

Equivalence scenarios: this technique is based on the definition of couples of se-

quences of method invocations. Such couples are augmented with a tag specifying
whether the two sequences are supposed to leave the object in the same state or not. In
this way it is possible to verify the consistence of the object’s state by comparison of
the resulting states instead of directly inspecting the object’s private parts. Moreover,
in the presence of algebraic specifications this kind of testing can be automated. The
advantage of this approach is that it is less intrusive than the one based on the break-
ing of encapsulation. However, it is still intrusive, since the analyst needs to augment
the class under test with a method for comparing the state of its instances. The main
drawback of this technique is that it allows for functional testing only. Moreover, the
fault hypothesis is non-specific: different kind of faults may lead to this kind of failure
and many possible faults may not be caught by this kind of testing.
Equivalence scenarios has been introduced in [9]. Another application of this approach
is found in [32]. In this case, when testing a class, states are identified by partition-
ing data member domains. Then, interactions between methods and state of the object
are investigated. The goal is to identify faults resulting in either the transition to an
undefined state, or the reaching of a wrong state, or the incorrectly remaining in a
state.

6 Shadow invocations

Shadow invocations are operations automatically or implicitly invoked. Such invoca-
tions do not appear in the code (i.e., there is no explicit invocation of the operation
in the program). Examples of operations often invoked in this way are constructors,
destructors, and conversion operators.

Shadow invocations introduce problems when constructing scenarios and when
computing coverage values.



class Foo { R
S Foo(Foo& f)

.r.').ublic: voidbar(Foof){ _ __--- - Foo();
Foo(); Foo 1, f1=f;
Foo(Foo& f); f1=f; e ~Foo();

~Foo(); } T ~Foo(); ]

Figure 2: An example of shadow invocations

Figure 2 shows an example of implicit invocations of methods when method bar
is invoked. In this case the two lines of code composing the procedure spread as shown
on the right part of the figure: two Foo’s constructors are invoked and Foo’s destructor
is invoked two times.

So far the only reference to the shadow invocation problem we found is the one
in[1].

7 Polymorphism and dynamic binding

The term polymorphism refers to the capability for a program entity to dynamically
change its type at run-time. This introduces the possibility of defining polymorphic
references (i.e., references that can be bound to objects of different types). In the gen-
eral case the type of the referred object must belong to a type hierarchy. For example,
in C++ or Java [15] a reference to an object of type A can be assigned an object of any
type B as long as Biis either a heir of A or A itself.
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Triangle Square | |Pentagon Circle

Void foo(Shape polygon) {
area—polygon area();
}

Figure 3: A simple example of polymorphism

In the presence of polymorphism a reference is assigned both a static and a dynamic
type. The static type of a reference is the type it is given in its declaration, while
the dynamic type of the reference depends on the type of the object the reference is
referring to at run-time.

A feature closely related to polymorphism is dynamic binding. In traditional proce-
dural programming languages, procedure calls are bound statically. Roughly speaking,
the actual code associated to a call is known (i.e., uniquely identified) at link time. In
the presence of polymorphism, the precise object that actually processes a message is



not pre-determined, but it must be an instance of one of a finite number of classes.
More precisely, the actual code invoked as a consequence of a message invocation on
a reference depends on the dynamic type of the reference itself . For example, if class
deri ved is a sub-class of class par ent , the method X (defined in class par ent)
is re-defined in class der i ved, and obj is a reference to an object of type par ent ,
then when X is invoked on obj it is impossible to statically identify which definition
of X will be executed. In addition, a message sent to a reference can be parametric, and
parameters can be at their turn polymorphic references.

Late binding can easily lead to messages being sent to the wrong object. It can be
very difficult to first identify and then test all the possible bindings. A polymorphic
re-declaration can radically change the semantics of a method and thus fool the clients
of the class it belongs to. Since sub-classing is not inherently sub-typing, dynamic
binding on an erroneous hierarchical chain, can produce undesirable results. Moreover,
even when the hierarchy is well formed, errors are still possible, since the correctness
of a redefined method is not guaranteed by the correctness of the superclass method.

When performing multi-class testing and coverage is concerned, the problem of
defining the sufficient coverage for a polymorphic call arises. Often it is infeasible to
perform an exhaustive testing stressing all the possible combinations “sender of the
message”- “receiver of the message”. It is necessary to define a criterium allowing the
tester to chose only a sufficient/optimal subset of all the possible combinations. The
trade-off here is between the possible infeasibility of the approach and its incomplete-
ness.

Moreover, further concerns are introduced in case classes to be tested belong to a
library instead of belonging to a specific system. Classes built to be used in one specific
system can be tested by restricting the set of possible combinations to the ones identi-
fiable analyzing the code [26]. Re-usable classes need a higher degree of polymorphic
coverage, because such classes will be used in different and sometimes impredictable
contexts. The problems introduced by polymorphism can be summarized as follows:

e Due to the combinatorial number of cases to test when testing in the presence of
polymorphism, program based testing may become infeasible.

e A new definition of coverage must be provided to cope with the testing of oper-
ations on a polymorphic object.

e The creation of test sets to cover all possible calls to a polymorphic operation
can not be achieved with a traditional approach.

e The presence of polymorphic parameters introduces additional problems for the
creation of test cases.

Figure 3 shows a simple Java example of method invocation on a polymorphic
object. In the proposed example it is impossible to say at compile-time which imple-
mentation of the method ar ea is actually called.

Figure 4 illustrate a method invocation (represented in a message sending fashion),
where both the sender and the receiver of the message are polymorphic entities. In
addition, the message has two parameters, also polymorphic. The one represented in
this latter example is the worst situation for testing purposes. As represented in the
figure, the number of possible situations (type of the sender, type of the receiver and



type of parameters) is combinatorial. Moreover in this example we do not take into
account the states of the objects involved. The different objects may behave differently
depending on their state, and this leads to a further explosion of the number of test
cases to be generated.

The exhaustive testing of all the polymorphic run-time bindings is not possible in
general. So far, the underlying idea when testing in the presence of polymorphism is
to identify a criterium for selecting a subset of all the possible combinations of sender,
receiver and parameters.

Message(X, W)
A - RN D X W
B C E F Y z
A-(X, W)--->D
A-~(X, Z) --->D
A--~(Y, W)-->D
A-—~(Y,Z) --->D
A-—-(X, W)--->E
X---(x, W)--->F
8 (X, W)--->D

Figure 4: An example of polymorphic invocation

Problems introduced by polymorphism as far as testing is concerned, have not
been addressed deeply by the different authors working on object-oriented testing. In
the following we describe works developed on this topic: [17] briefly introduces the
problem, but does not provide any technique for addressing it.

The work reported in [21] proposes a partial solution based on sequences of mes-
sages. Two sequences are defined: Method Sequence Specification (MtSS), that spec-
ifies the order in which the methods of a class can be invoked and Message Sequence
Specification (MgSS), which specifies the causal order in which messages can be sent
to instances of different classes. Both sequences are used for test case generation.

[23] provides a deeper analysis of the problem and illustrates a solution based
on orthogonal arrays. The approach concentrates on message exchanges between ob-
jects, considering all the possible combinations of type and status of the sender, of the
receiver and of possible parameters. Such combinations are then reduced using a math-
ematical method based on orthogonal arrays. This method ensures that all the pairwise
combinations are excercised. The main drawback of the approach is that, because of
its static nature, the method considers all possible combinations (including infeasible
ones).

[27] approaches the problem from a different point of view, addressing polymor-
phism related issues from the integration testing perspective. This paper introduces a
representation of object-oriented systems defined enriching Objectcharts [7] and then
presents an algorithm that allows the analyst to identify the order in which to perform
class integration testing on a pairwise basis. The article then introduces some heuristics
to reduce the number of test runs.



8 Conversions

Some object-oriented languages allow the programmer to cast objects. In these lan-
guages it is possible to perform type conversions which can not be checked at compile-
time. Casting errors may cause failures, unless the run-time system provides a way to
catch and handle them. Unfortunately, there are languages (e.g., C++) where this kind
of errors are hardly detected at run-time, thus they often result in program terminaton
with a run-time error.

Test suites should be designed, which take into account possible casting errors.

Stack myStack;

Shape shape=nySt ack.top();
((G rcle)shape).radi us=28;

Figure 5: An example of a risky conversion

Figure 5 shows an example of a possibly wrong casting. If the dynamic type of
object shape is different from Circle a failure occurs at run-time. So far, no authors
addressed the problem of wrong conversions as far as the dynamic testing of object-
oriented programs is concerned. Some work has been done both on static analysis
of object-oriented programs in order to achieve static type correctness [6, 20] and on
enrichment of the programming language to make it strongly-typed [8, 31, 24]

9 Inheritance

In traditional procedural programming languages code is structured in subroutines,
which are possibly enclosed in modules. Modules are composed in bottom-up or top-
down hierarchies. In this situation, when a subroutine has been tested and accepted
there is no need to re-test it.

Object-oriented programs are structured in classes and inheritance is the funda-
mental relationship among classes. Inheritance is probably the most powerful feature
provided by object-oriented languages. By taking advantage of the inheritance mech-
anism, programmers may create new classes that extend existing ones. As a result,
classes defined using object-oriented languages are organized in a hierarchy (usually
called the is-a hierarchy) originated by the inheritance relationship. Object-oriented
languages may provide single or multiple inheritance. Object-oriented languages pro-
viding single inheritance allows a class to inherit from a single parent class. Con-
versely, in Object-oriented languages providing multiple inheritance each class may
inherit from more than one parent.

The inheriting derived classes are allowed to perform one or more of the following
operations: override (i.e., redefine) the inherited methods by providing a different im-
plementation which better fits their needs, add new features to the inheriting class, and
eliminate some of the features provided by their super class(es). In this paper we refer
to the following inheritance schemes:



Strict inheritance : in this schema, methods can be added in subclasses

Subtyping inheritance : this schema extends the strict inheritance giving subclasses
the possibility of overriding (i.e., redefining) methods inherited from their super-
class(es)

Subclassing inheritance : In addition to the features provided by Subtyping inheri-
tance, in this schema it is possible to eliminate methods from the superclass(es)

In most object-oriented languages, inheritance is a mechanism allowing for achiev-
ing two goals: code reuse and definition of type/subtype relationships. In the first case,
the use of inheritance raises the following issues:

Initialization problems: it is necessary to test whether a subclass specific constructor
(i.e., the method in charge for initializing the class) is correctly invoking the
constructor of the parent class.

Semantic mismatch: in case of subtyping inheritance, methods in the subclasses may
have a different semantics and thus they may need different test suites [29].
Moreover, multiple inheritance and repeated inheritance can lead to particular
cases of semantic mismatch related to name clashing and/or misnaming.

Possibility of test reduction: can we trust features of classes we inherit from, or should
we re-test derived classes from scratch? An optimistic view claims that only little
or even no test is needed for classes derived from thoroughly tested classes [4].
A deeper and more realistic approach argues that methods of derived classes
need to be re-tested in the new context [16]. An inherited method can behave
erroneously due to either the derived class having redefined members in an inap-
propriate way or the method itself invoking a method redefined in the subclass.

Re-use of test cases. it is possible to use the same test cases generated for the base
class during the testing of the derived class? If this is not possible, can we at
least find a way of partially reusing such test cases? [9, 10]

Inheritance correctness. can we test whether the inheritance is truly expressing an
IS-A relationship or are we just in presence of code reuse? Is this kind of test
meaningful in absence of specifications for the class(es) under test? This issue
is in some way related to the misleading interpretation of inheritance as a way of
both reusing code and defining subtypes.

Testing of abstract classes. abstract classes can not be instantiated and thus can not
be thoroughly tested. Only classes derived from abstract classes can be actually
tested, but errors can be present also in the super (abstract) class

Figure 6 shows an example of inheritance. Questions which may arise looking
at the example are whether should we retest the method Ci r cl e: : noveTo() and
whether is it possible to reuse test sets created for the class Shape to test the class
Circle.

There are different approaches proposed in literature for coping with the testing
problems introduced by inheritance. A first, simplistic approach starts from the idea
that inherited code needs only minimal testing. Techniques addressing the problem
from a more theoretical point of view have also been proposed and they can be divided



cl ass Shape { class Circle : public Shape {

private: private:
Poi nt referencePoint; i nt radi us;
public: publi c:
void erase(); erase();
virtual float area()=0; float area();

voi d noveTo(Point p);

Figure 6: An example of inheritance

in two main classes: Approaches based on the flattening of classes, and approaches
based on incremental testing.

The former ones are based on the testing of subclasses as if every inherited fea-
ture had been defined in the subclass itself (i.e., flattening the hierarchy tree). The
advantage of this kind of approach is related to the possibility of reusing test cases
previously defined for the superclass(es) for the testing of the flattened subclass (ob-
viously, adding new test cases when needed due to the addition of new features to the
subclass). Redundancy is the price to be paid when following such approach. All
features are re-tested in any case without any further consideration.

The latter ones start from the idea that both re-testing all inherited features and not
re-testing any inherited features are wrong approaches for opposite reasons. Only a
subset of inherited features needs to be re-tested in the new context of the subclass.
The approaches differ in the way this subset is identified.

In the following we briefly describe the most relevat works developed on this topic.
[11] states that methods provided by a parent class (which has already been tested) do
not require heavy testing. This viewpoint is usually shared by practitioners, committed
more to the quick results than to theoretical foundations.

An algorithm for selecting the methods that need to be re-tested in subclasses is
presented in [4]. A similar, but more rigorous approach is presented in [16]. This latter
paper starts defining a taxonomy of the kinds of attribute in a derived class depending
both on whether they are added, or redefined, or left untouched and on the kind of de-
pendencies with other methods belonging to the same class; the approach presented is
based on the definition of a testing history for each class under test, on the construction
of a call graph to represent intra/inter class interactions, and on an algorithm allowing,
starting from the testing history and from the graph, for identifying which attributes
have to be re-tested, which test cases can be re-used, and which attributes require new
test cases.

Alternative approaches are based on the flattening of the class structure. [12]
presents a technique that besides flattening the class structure, re-uses specifications of
the parent classes. Another flattening oriented approach is presented in [29], this paper
presents a technique based on the flattening of subclasses performed avoiding to test
“unaffected” methods (methods not redefined and neither invoking redefined methods,
nor using redefined attributes).

Finally, another approach for testing in the presence of inheritance is presented



in [21]. In this case the goal is different from the ones of the previously presented
papers. The focus of the work is on the testing of the consistency of the hierarchical
relationships based on class’ histories.

10 Conclusions

Although there is an increasing attention to the problematic of OOT, there are still
many topics far to be covered. The main research effort is focused on the definition of
object-oriented notations and methodologies, while little attention is paid on the testing
of object-oriented systems. Unfortunately, object-orientation is not the silver bullet al-
lowing designers and developers to produce error-free software, and good specification
and design techniques do not eliminate the need for testing.

Object-oriented systems need to be tested just as much as (when not more than)
systems developed using traditional procedural languages. Object-orientation pecu-
liarities introduce new kind of problems as far as testing is concerned, and thus new
ad-hoc testing techniques need to be defined (or at least traditional testing techniques
need to be adapted). Moreover, concepts like adequacy and coverage, must be revisited
to adapt them to the new paradigm represented by object-orientation.

So far, literature on object-oriented testing is still limited and there are still many
aspects only uncomplitely addressed when not totally neglected. Aspects like informa-
tion hiding, inheritance, polymorphism, and dynamic binding need to be specifically
addressed and an appropriate error taxonomy must be defined, which allows for de-
signing appropriate test cases. Traditional error taxonomies do not cope with brand
new errors introduced by object-oriented features. Besides, there is only poor statisti-
cal information on which are the most frequent errors and on costs of error detection
and removal.
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