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1. (9 points)
   For each of the following vocabulary terms, write a concise 1-2 sentence definition. Be brief, and to the point.
   
   (a) [3 pts] exception

   **Solution:** An error that occurs at runtime. Can be handled using the try/except construct.

   (b) [3 pts] formatting operator

   **Solution:** The % sign is used to "format" strings. You provide a "format" string, the % sign, and then a value (or tuple of values) to insert into the appropriate location within the string.

   (c) [3 pts] increment

   **Solution:** increment - The process of increasing a variable, typically by one. 
   aVar = aVar + 1

2. (3 points)
   Examine the code below. Write the contents of the dictionary after the code runs. You may either list a table of key/value pairs, or write what would be printed to the screen if you executed `print myD` at the python prompt.

   ```python
   myD = {}
   
   for i in range(5):
       myD[i] = i*20
   ```
3. (3 points)
List the differences and similarities between strings, lists and tuples:

Solution: Grading: +1 for each correct answer. +0.5 for any half answers.
Similarities: Strings, Lists and Tuples are all compound data types.
You can index and slice strings/tuples and lists.
Differences:
Strings are collections of characters, list/tuples are collections of any type.
Strings/Tuples are immutable, while Lists are mutable.

4. (5 points)
Read each of the following short pieces of code carefully, and write down exactly what would be printed when it was executed:

(a) [2 pts] Code:
```
list1=[True, 3.5, 'asdf']
list2=list1
list2[0]=1301
print list1
print list2
```

Solution:
```
[1301, 3.5, 'asdf']
[1301, 3.5, 'asdf']
```
(b) [2 pts] Code:
   list1=[True, 3.5, 'asdf']
   list2=list1[:]
   list2[0]=1301
   print list1
   print list2

   Solution:
   [True, 3.5, 'asdf']
   [1301, 3.5, 'asdf']

(c) [1 pt] Code:
   list1 = [True, 3.5, 'asdf']
   list2 = list1[1:]
   print list2

   Solution:
   [3.5,'asdf']

5. (5 points)
The following code is supposed to print every line from foo.txt, but it does not work correctly. Write what the error is (what incorrect behavior does it exhibit), and how to fix the code.

def one_problem():
    fIn = file("foo.txt")
    line = fIn.readline()
    while(line != ":
        line = fIn.readline()
        print line
    fIn.close()

one_problem()

   Solution:
   The function will NOT print the first line it reads. This is because it reads the first line in, then reads the 2nd line in before it starts to print anything out. Two ways to fix this: 1. Reverse the two lines inside the while loop. 2. Add an extra print line just before the while loop.
Grading:
+5 - Fully correct answer.
+3 - Knew what the problem was, but did not solve it successfully.
+3 - had correct solution, but did not indicate what incorrect behavior the code caused.
6. (8 points)

Robot Drawing - Assume `turn90degrees()` has been defined as below so the robot turns right 90° and `nudge(x)` has been defined to move the robot forward x units.

```python
def turn90degrees():
    turnRight(1, 1)

def nudge(x):
    forward(1, x)
```

The following code makes the robot drive the trajectory drawn in the box to the right.

```python
nudge(1)
turn90degrees()
nudge(1)
nudge(2)
```

Draw the robot’s trajectory when the following code is executed. Label the length of each move (nudge) using numbers as in the example above.

```python
def turn90degrees():
    turnRight(1, 1)

def nudge(x):
    forward(1, x)

turns = [3, 5]

for idx in [2, 3, 3, 5, 1]:
    if idx in turns:
        turn90degrees()
    nudge(idx + 1)
```
7. **(8 points)**

Write a function named `getTime` that asks the user how long (in seconds) the robot should move forward. If the user enters a positive number, the function will return it as a float.

If the user enters a negative number, or zero, or anything that is not a number, the function will tell the user "Not a positive number, try again!" and then keep asking them until they do enter a positive number.

Note that your function will not actually cause a robot to move, it simply asks the user for a positive number.

Example:

```python
>>> t = getTime()
Enter a positive number: Ten
Not a positive number, try again!
Enter a positive number: -5
Not a positive number, try again!
Enter a positive number: 4.5
>>> t
4.5
```
def getTime():
    while True:
        userIn = raw_input("Enter a positive number:")
        try:
            userNum = float(userIn)
            if userNum > 0:
                return userNum
            else:
                print "Not a positive number, try again!"
        except:
            print "Not a positive number, try again!"

Grading: 2 points for prompting the user for a number and getting a string from raw_input.
2 points for trying to convert to a float
2 points for using a try/except to catch exceptions
2 points for checking that it’s not negative
8. (10 points)
The ord function takes in a character and returns its ascii value, represented by an integer ("ord('a') returns 97"). The chr function does the opposite and takes in an integer and return the character corresponding to that value ("chr(97) returns 'a'").

Using these built in functions, write two functions, named decode and encode. The encode function will accept a single string parameter and return a list of integers, one for each character in the string.

The decode function will take in a list of numbers as it’s parameter and return a string made up of the characters represented by those numbers.

For example:

```python
>>> csStr = "CS1301 rocks!"
>>> csList = encode(csStr)
[67, 83, 49, 51, 48, 49, 32, 114, 111, 99, 107, 115, 33]
>>> csString = decode(csList)
'CS1301 rocks!'
```

Solution:

```python
def encode( secretMessage ):
    secretList = []
    for ch in secretMessage:
        num = ord(ch)
        secretList.append( num )
    return secretList

def decode( secretList ):
    secretMessage = ""
    for i in secretList:
        secretMessage = secretMessage + chr(i)
    return secretMessage
```

Grading:
Encode:
1pt - Correct def statement
1pt - Correctly iterates through characters
1pt - correctly converts characters to numbers with ord()
1pt - Correctly appends number to list
1pt - returns the list

decode:
1pt - Correct def statement
1pt - Correctly iterates through numbers
1pt - correctly converts numbers to characters with chr()
1pt - Correctly appends character to string
1pt - returns the string