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1. (9 points)
   For each of the following vocabulary terms, write a concise 1-2 sentence definition. Be brief, and to the point.
   
   (a) [3 pts] flow of execution
   
   **Solution:** The order in which statements in a program are executed. Function calls, return statements, conditionals and loops all modify the standard top to bottom flow of execution.
   
   (b) [3 pts] parameter
   
   **Solution:** parameter - A name used inside a function to refer to the value passed as an argument.
   
   (c) [3 pts] element (in XML)
   
   **Solution:** In XML, an element is a collection of data that is delimited by start and end tags. Elements may contain attributes within the start tag, text between the start and end tags, as well as subelements. Looking for: (start/end tags or named by tags, attributes, text, contain subelements)

2. (6 points)
   Given the code below, write a python code example showing two DIFFERENT ways to create and attach a subelement to the root element. Use tag names of ‘child1’ and ‘child2’ for the two elements. Set the TEXT of child1 to be “Kid 1” and add an attribute of kidNumber=“2” for child2.

```python
import xml.etree.ElementTree as etree
root = etree.Element("MyRoot")
```

---
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<table>
<thead>
<tr>
<th>Question</th>
<th>Points</th>
<th>Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Vocabulary</td>
<td>9</td>
<td></td>
</tr>
<tr>
<td>2. Creating a Child</td>
<td>6</td>
<td></td>
</tr>
<tr>
<td>3. Multiple Choice</td>
<td>4</td>
<td></td>
</tr>
<tr>
<td>4. SQL Sales</td>
<td>24</td>
<td></td>
</tr>
<tr>
<td>5. Ant XML</td>
<td>8</td>
<td></td>
</tr>
<tr>
<td>6. Soccer XML</td>
<td>18</td>
<td></td>
</tr>
<tr>
<td><strong>Total:</strong></td>
<td><strong>69</strong></td>
<td></td>
</tr>
</tbody>
</table>
Solution:

```python
x = etree.SubElement(root, "child1")
x.text = "Kid 1"

y = etree.Element("child2")
y.attrib['kidNumber'] = '2'  # or y = etree.Element("child2", kidNumber="2")
root.append(y)
```

Grading:
+2 for creating a SubElement directly.
+2 for creating an Element, and then appending it to the root.
  (It does not matter which method they use for which child!)
+1 for setting child1’s text to be "Kid 1"
+1 for adding an attribute of kidNumber="2" to child2
3. (4 points)
For each of the following multiple choice questions, indicate the most correct answer!
Indicate your selected answer by circling it.

(a) [1 pt] Which of the following ways will correctly place attributes in an XML Element? You may assume etree is the correct import.
   A. myDict = {"key1": "value1"}
      element = etree.Element("tag", myDict)
   B. element = etree.Element("tag", key1="value1", key2="value2")
   C. element = etree.Element("tag")
      element.get("key1", "value1")
   D. element = etree.Element("tag")
      element.set(value1 = "key1")

(b) [1 pt] Which of the following statements is correct of proper XML?
   A. A particular XML tree may possess only one root.
   B. An element may have only one child.
   C. Every element must have an opening and closing tag.
   D. An element may not have an attribute named 'text'.

(c) [1 pt] Given the following line of XML, what is the correct term for “mystery1”?
<mystery1 mystery2="mystery3">mystery4</mystery1>
   A. Tag
   B. Attribute
   C. Text
   D. Element

(d) [1 pt] Every element in an XML tree has at least one parent.
   A. True    B. False
4. (24 points)
A table has been created for you with the following command:

```
CREATE TABLE Sales ( Id INTEGER NOT NULL AUTO_INCREMENT, Name TEXT, Email TEXT, Demand INTEGER, Order INTEGER )
```

(a) [4 pts] Write the SQL command that will return (only) the name of all people who have an email address ENDING in .edu:

```
Solution:
SELECT Name FROM Sales WHERE Email LIKE "%.edu";
```

Grading:
+1: SELECT Name FROM Sales
+1: WHERE Email
+2: LIKE '

(b) [3 pts] Write the SQL command that will return the calculated ratio between the Demand and Order integers (the ratio is calculated as Demand / Order), naming the returned column “Ratio”.

```
Solution:
SELECT Demand / Order AS "Ratio" FROM Sales;
```

Grading:
+1: SELECT Demand / Order
+1: AS "Ratio"
+1: FROM Sales

(c) [5 pts] Write the SQL command that will return the name of each person in the table, along with the average demand for that person. (Each person may have multiple records, each with a different demand number.) Sort your results by the average demand in ascending order.

```
Solution:
SELECT Name, AVG(Demand) FROM Sales GROUP BY Name ORDER BY AVG(Demand)
```

Grading:
+1: SELECT Name
+1: AVG(Demand)
+1: FROM Sales
+1: GROUP BY Name
+1: ORDER BY AVG(Demand)
(d) [2 pts] Write the SQL command that delete all records from the table.

**Solution:**

```sql
DELETE FROM Sales
```

Grading:
+1: DELETE  
+1: FROM Sales

(e) [10 pts] Write PYTHON CODE that connects to the “db.example.com” database host, with the username ‘cs2316’ and password ‘SECRET’, accessing the ‘cs2316db’ database. Then, execute the following SQL query: “SELECT * FROM Sales”. Take the results you receive back from the database server and PRINT them to the screen, but OMIT the first (Id) column from your printed output!

**Solution:**

```python
import pymysql

db = pymysql.connect( host = 'db.example.com', passwd = 'SECRET',
                      user = 'cs2316', db='cs2316db')

c = db.cursor()
c.execute("SELECT * FROM Sales")
for item in c:
    print( item[1:] )
c.close()
db.close()
```

Grading:
+1: importing pymysql
+2: Correctly connecting to the DB (0.5 points per parameter)
+1: Getting a cursor
+1: Executing the query.
+2: Using Fetchall or iterating through the cursor to get the results
+2: Printing all but the first element in each record (with slice or otherwise)
+1: Closing both the cursor and the db object when finished!
5. (8 points)
Here is a simple XML file:

```xml
<tick>
  <hillInfo>
    <x>90</x>
    <y>43</y>
    <ants>4</ants>
  </hillInfo>
  <antInfo>
    <ant x='91' y='44'>F W W F FA F FH</ant>
    <ant x='90' y='45'>F FA F F W EA EA W</ant>
    <ant x='89' y='50'>W W EA EA EA F EA W</ant>
  </antInfo>
</tick>
```

Assume that the filename variable correctly indicates the above XML file. Write exactly what is printed when the code below is executed:

```python
import xml.etree.ElementTree as etree

tree = etree.parse(filename)
root = tree.getroot()

for child in root:
    print(child.tag)

for child in root.find("antInfo"):
    print(child.attrib["x"])

for child in root.find("hillInfo"):
    print(child.text)

for child in root.findall("ant"):
    print(child.attrib["y"])
```

Solution:

Answer:
```
hillInfo
antInfo
91
90
89
```

| 90 | 43 | 4 |

**Grading:**
- Each correct line in correct order +1
- Each incorrect line mixed in with correct lines: -1 (not counting ant y values below)
- Incorrectly having ant y values: (44,45,50): -4
6. (18 points)
Examine the following python code. Write out the textual XML file (soccer.xml) that is written to disk after it is executed. You must indent children under their parents to show the containment relationship (in addition to having the start and stop tags in the correct places.

```python
import xml.etree.ElementTree as ET

soccerplayer = ( ("Frank Lampard", "11"), ("Didier Drogba", "5"),
                ("Sergio Aguero", "21"), ("David Silva", "6")
             )

root = ET.Element("soccerteam")
t1 = ET.SubElement(root, "team2", name="Manchester City", rank=str(2))
t2 = ET.SubElement(root, "team1", name="Chelsea", rank=str(6))

count = 0
for ss in soccerplayer[0]:
    print(ss)
    ET.SubElement(t1, "player", number=str(count), score=ss[1]).text = ss[0]
    count = count + 1

for ss in range(len(soccerplayer[1])):
    nameplayer = soccerplayer[1][0]
    p2 = ET.SubElement(t2, "player", number=str(ss))
    p2.text = nameplayer[ss]
    ET.SubElement(t2, "goals", score=soccerplayer[1][1][ss])

root.append(t2)
tree = ET.ElementTree(root)
tree.write("soccer.xml", "UTF-8")
```

Solution:

```xml
<soccerteam>
    <team2 name="Manchester City" rank="2">
        <player number="0" score="11">Frank Lampard</player>
        <player number="1" score="5">Didier Drogba</player>
    </team2>

    <team1 name="Chelsea" rank="6">
        <player number="0">Sergio Aguero</player>
        <goals score="David Silva"/>
        <player number="1">21</player>
        <goals score="6"/>
    </team1>
</soccerteam>
```
Rubric:
+2 for each element that is fully correct (18 pts total)
(They must include text, attributes and ending tag locations) Specifically we are looking for: Soccerteam, team2, player, player, team1, player, goals player, goals.
For each element, take off -1 if an attribute and/or text is missing or incorrect but element is in right place.
Also take off -1 for any extra element that shouldn’t exist!
Also take off -2 total if their indentation does not indicate that they understand the parent/child arrangement, even if the tags are ordered correctly.